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a b s t r a c t

GOPY is a free and open-source Python tool specifically written to automate the generation of 2D
graphene-based molecular models such as pristine graphene (PG) and several graphene derivatives
i.e. graphene oxide (GO), reduced graphene oxide (rGO), aminated polyethylene glycol functionalised
reduced graphene oxide (rGO-PEG-NH2), and N-doped graphene (NG) in the Protein Data Bank file
format (PDB). These models are generally built manually, but the process can become lengthy and
cumbersome. That is especially the case when investigating larger molecules such as those used in
Molecular Dynamics (MD) simulations. Using GOPY significantly speeds up the process from hours to
minutes, reducing potential bias that may come with the manual placement of functional groups on a
graphene layer. Moreover, the building procedure becomes effortless for the researcher, granting the
possibility of producing larger and more complex molecular models than one would be able to build
manually. Of its more intensive tasks, the generation of a 4 x 4 nm2 rGO-PEG-NH2 layer takes about
9 min on a CodeOcean capsule. Each model is generated in the PDB format, which is easily convertible
to a wide array of other molecular formats.

© 2020 The Author(s). Published by Elsevier B.V. This is an open access article under the CC BY license
(http://creativecommons.org/licenses/by/4.0/).
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1. Motivation and significance

Graphene, among novel 2D materials, exhibits exceptional
electronic, magnetic, optical, mechanical and thermal proper-
ties [1–6]. This is essentially due to its unique 2D sp2 hybridised
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2352-7110/© 2020 The Author(s). Published by Elsevier B.V. This is an open access article under the CC BY license (http://creativecommons.org/licenses/by/4.0/).

https://doi.org/10.1016/j.softx.2020.100586
http://www.elsevier.com/locate/softx
http://www.elsevier.com/locate/softx
http://crossmark.crossref.org/dialog/?doi=10.1016/j.softx.2020.100586&domain=pdf
http://creativecommons.org/licenses/by/4.0/
https://github.com/ElsevierSoftwareX/SOFTX_2020_144
https://github.com/Iourarum/GOPY/blob/master/README.md
mailto:sebmuraru@gmail.com
https://github.com/Iourarum/GOPY
https://github.com/Iourarum/GOPY/blob/master/README.md
mailto:sebmuraru@gmail.com
mailto:sebmuraru@gmail.com
mailto:jpjsburns@gmail.com
mailto:mariana.ionita@polimi.it
https://doi.org/10.1016/j.softx.2020.100586
http://creativecommons.org/licenses/by/4.0/


S. Muraru, J.S. Burns and M. Ionita SoftwareX 12 (2020) 100586

n
a
o
f
s
u

g
i

etwork of carbon atoms arranged in a honeycomb lattice. The
ddition of different functional groups on its surface, the creation
f holes or the doping of the graphene layer are some modi-
ications that can critically alter the properties of a graphenic
heet [7]. All of these aspects make graphene and its derivatives
seful in a wide array of scenarios [7,8].
Besides being intensely used in wet laboratory research,
raphene is receiving significant attention in computational stud-
es, which complement experimental techniques. In silico ap-
proaches, such as Molecular Dynamics (MD) simulations, are
used to provide unique perspectives unachievable through ex-
perimental means alone. They allow researchers to study the
interactions occurring between molecules of interest at a nano-
scale viewpoint. This aspect makes both the design and testing
of molecular systems more accessible when compared to setting
up laboratory experiments, while also allowing for finer tuning.
Resulting insights can highlight what may otherwise remain
undetectable in an experimental setting and improve laboratory
protocols.
Graphene has been involved in a multitude of MD studies in

diverse areas such as graphene-based biosensors [9–12], sepa-
ration membranes [13–18], hybrid materials [19,20] and inves-
tigations of other phenomena [21–29]. A necessary step before
running any MD simulation involves building the molecular mod-
els of interest. Thus far, we are not aware of an existing solution
for automatically generating models of graphene-based 2D mate-
rials beyond pristine graphene (PG), e.g. the NanoTube plugin of
VMD [30]. We assume most computational models of graphene
oxide (GO), reduced graphene oxide (rGO) and other forms of
graphene used in computational research were built manually
using software similar to Avogadro [31]. Unfortunately, manually
adding functional groups to a graphene-layer is a time-consuming
process, subject to potential bias and unsuitable for the gen-
eration of larger and more complex models. Considering these
limitations, we have developed GOPY, which has been used in
our previous work [12] to generate graphene-based molecular
models, and made it available at https://github.com/Iourarum/
GOPY. GOPY can be used to generate files of pristine graphene,
graphene oxide, reduced graphene oxide, aminated polyethylene
glycol functionalised reduced graphene oxide (rGO-PEG-NH2) and
N-doped graphene (NG) in the Protein Data Bank file format
(PDB). We foresee our tool providing a smarter alternative to
manually building graphene-based computational models.

2. Software description

2.1. Software architecture

Overview
GOPY is written in Python 3 and makes use of the scipy and

numpy libraries. The tool can be used to generate one of the fol-
lowing five molecular models: pristine graphene, graphene oxide,
reduced graphene oxide, aminated polyethylene glycol function-
alised reduced graphene oxide and N-doped graphene. The main
logical approach behind each of the five different functionalities
is pivoted on two classes, called Atom() and Typical_Bond(), and
the identify_bonds function.
Atom() class: Each object instance of this class contains the

usual information stored in a PDB file, thus the following instance
attributes: atom_number, atom_name, residue_name, residue_
number and the X, Y and Z coordinates of the atom.
Typical_Bond() class: Each object instance of this class has a

length and an identity instance attributes. Object instances are
supposed to describe a bond that can form between two atomic
species in terms of the bond’s typical length. The identity at-
tribute is made from the corresponding atom and residue names

of the two species and helps in selecting appropriate distances to
determine whether a bond is formed, based on the atomic species
involved.
Importing a PDB file: GOPY allows one to import a PDB file

containing either a PG or a GO layer through the read_in_graphene
and read_in_GO functions. Formatting of the PDB files should
respect the guidelines shown in Fig. 1: atoms making up the
graphene layer are expected to be named ‘‘CX’’ or ‘‘CY’’ and
belong to a residue named ‘‘GGG’’. Similarly, when importing
a GO layer, atoms belonging to carboxyl, epoxy and hydroxyl
groups should also respect the naming rules shown in Fig. 1 and
belong to residues named ‘‘C1A’’ for carboxyl, ‘‘E1A’’ for epoxy
and ‘‘H1A’’ for hydroxyl groups. If the PG layer was generated
using VMD, GOPY will by default consider ‘‘C ␣␣␣GRA ␣X’’ to
be ‘‘CX ␣␣GGG ␣␣‘‘. Only the recognised atoms are going to be
imported and become new object instances of the Atom class.
The identify_bonds function describes the main approach used

in determining whether placement of new atoms, such as when
adding functional groups to the graphenic surface, can be con-
sidered valid or is rather incorrect and must be dropped. Given
an Atom() object, together with a list containing all Atom() ob-
jects, the function is initially used to compile a list of all the
neighbouring atoms within a certain Euclidean distance larger
than all values of the Typical_Bond() objects. The bond that may
form between the Atom() object given as input and each of its
neighbours is then compared to existing Typical_Bond() objects,
looking both at the identity and length attributes. Should these
match, the bond is considered ‘identified’ and is appended to a list
returned by the function. In GOPY, new atoms are placed one by
one and thus the identify_bonds function is essentially expected
to return a list containing only one element for a placement to
be considered successful. The only case where two elements are
expected is at the addition of epoxy groups.
To aid in the process of better understanding and using GOPY,

the user may seek a quick introduction by typing ‘‘python
GOPY.py help’’ or look through the comments in our code avail-
able at: https://github.com/Iourarum/GOPY. Furthermore, both
flowcharts (Supplementary Figure 1) and function charts (Sup-
plementary Figure 2) are available as supplementary materials.

Pristine Graphene Generation
Pristine graphene represents a single layer of sp2 carbon atoms

arranged in a honeycomb lattice [4]. Relying on the function gen-
erate_pristine_graphene, GOPY provides the option of generating
a PG layer given as input the desired X and Y dimensions. The al-
gorithm behind this feature is rather straightforward, generating
a set of coordinates corresponding to the carbon atoms, which
are later written to a PDB file. The bond length between carbon
atoms is considered fixed at 1.418 Åand all atoms will be placed
at coordinate 0.000 on the Z-axis. Therefore, as shown in Fig. 2,
on the X-axis, a new carbon atom is found every 1.228 Å, while
on the Y axis it is found either after 0.709 Åor 1.418 Å. By dividing
the desired length on the X-axis by 1.228 Åand rounding the
result, one obtains the number of ‘‘halves’’ of a hexagonal ring
necessary to reach it. Similarly, the desired Y-length is divided
by 2.127 Å, the sum of 0.709 Åand 1.418 Å, to find the number
of complete hexagons that can be placed vertically. Thus, when
coordinates of one atom in the graphene sheet are known, the
positions of all other atoms should be easily determinable.
The function used to generate the sheet, generate_pristine_

graphene, relies on two other functions: fill_hexagon and fill_row.
Given the number of hexagon ‘‘halves’’, the latter repeatedly calls
on fill_hexagon to fill up one row. The function fill_hexagon is used
to return the coordinates of the vertices of a regular hexagon
given the coordinates of one atom.
Regardless of the values offered as input, the first row is placed

without the atom numbered 6 as a first step (for numbering of
2
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Fig. 1. Formatting of the expected PDB files that GOPY can use as input, the expected atom and residue names in the case of PG and GO layers containing carboxyl,
epoxy and hydroxyl functional groups.

Fig. 2. Distances observed in a PG layer on the X and Y axis, together with the
numbering of the carbon atoms in a hexagonal ring. In GOPY, all carbon atoms
in a PG layer are placed at coordinate 0.000 on the Z-axis.

toms see Fig. 2). For each row added on top, atoms numbered 2,
and 4 become the ones numbered 1, 5 and 6 on the additional,
ew row. Each new row adds 2.127 Åin height (Y-axis) to the
xisting structure and thus all complete hexagons that can be
laced vertically will be placed as a second step, filling up each
ow to the desired length.
At the end, by dividing the input value of Y to 2.127 Å, the
alue of the decimals is analysed: if closer to 1, an entire new
ow is added; if closer to 0.66 a new row is added without its
tom number 3 or if closer to 0.33, atom number 6 is added on
he first row. Thus, following these steps, the dimensions of the
enerated layer will be as close as possible to the ones given as
nput.

raphene Oxide Generation
Graphene oxide represents chemically modified graphene with
xtensive oxidative modification of the basal plane resulting in
structure comprising a large number of oxygen functionalities,
ncluding carboxyl (-COOH), hydroxyl (-OH) and epoxide (-O-)
unctional groups, with a C/O atomic ratio subject to the method
f synthesis [32].

Generation of a GO model relies on the create_GO function. The
function requires as input the path to a PDB file, describing a PG
layer, and the desired number of carboxyl, epoxy and hydroxyl
groups to be added. Addition of the functional groups on the
PG layers is performed using a simple, geometrical approach.
This technique is dependent on known bond lengths, stored as
objects in the Typical_Bond() class and known molecular angles
formed between the atoms of the functional groups. The atoms
are added randomly, either above or below the PG layer, one at a
time. Placement is considered successful if a newly added atom is
found to have only one bond, determined distance-wise using the
identify_bonds function. The epoxy group is an exception, as two
bonds are expected for successful placement. Carboxyl groups are
only placed on the carbon atoms at the edges of the PG layer,
which are supposed to have at most two detectable bonds and
should not already be connected to a functional group. Hydroxyl
and epoxy groups are placed everywhere on the PG layer. The
epoxy group requires two available carbon atoms, the second
being chosen randomly out of those bonded to the first.
For illustrative purposes, placement of a (-COOH) or (-OH)

functional group follows the following steps: (1) initially, a func-
tional group is chosen from a list containing all functional groups
that still have to be added; (2) a carbon atom on the graphene
layer is picked randomly from those compatible with the selected
functional group; (3) the first atom of the functional group is
added according to typical bond lengths and molecular angles;
a test on whether the new atom forms only one valid bond
with the carbon atom picked at step (2) is performed using the
identify_bonds function; if false, everything goes back to step (2)
for a maximum of 50 times; (4) the rest of the atoms of the
functional group are added in a similar manner, one by one;
(5) when all atoms of a functional group have been successfully
placed then those atoms are added to the list of Atom() objects.
Placement of an epoxy group is executed following similar steps,
though it requires two valid bonds to two carbon atoms that also
form a bond between themselves.
The functional groups, the distances between the correspond-

ing atoms and a 3 nm x 3 nm generated GO layer are shown in
Fig. 3.

Aminated Polyethylene Glycol Functionalised Reduced Graphene Ox-
ide Generation
Aminated polyethylene glycol-functionalised reduced

graphene oxide is a form of functionalisation that introduces a
PEG spacer to keep the amino group away from the GO surface
and alter physiochemical properties [33]. Obtaining a rGO-PEG-
NH2 molecule involves reduction of GO, partly restoring proper-
ties of pristine graphene by removing oxygen-containing groups
from its surface [34].
Using GOPY, chains with the formula –NH-(C2H4O)2-C2H4-NH2

can be placed as functional groups on a graphenic layer. In this
3
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Fig. 3. 3D visualisations of A. carboxyl group B. epoxy group C. hydroxyl group and D. graphene ring. Schematic representations and corresponding inter-atomic
istances of E. carboxyl group, F. epoxy group, G. hydroxyl group and H. graphene ring; I. 3D visualisation of a 3 x 3 nm2 GO layer and the corresponding regions
rom which A.-D. were generated.

cenario, these molecules are 25 atoms long and display a linear
tructure. Thus, using the same placing strategy as in the case of
O, based purely on known bond lengths and angles, was found
uboptimal in terms of accuracy.
Given that this graphene derivative is obtained in the labora-

ory starting off with a GO molecule, the main function
dd_NH_PEG_NH2 relies on a GO layer to be imported before pro-
eeding to the generation of the rGO-PEG-NH2 molecule. The per-
entages of carboxyl, epoxy and hydroxyl groups to be removed
re required as input. All removed epoxy and hydroxyl groups
re replaced with the linear molecules that were mentioned in
he first paragraph.
Each atom of the linear molecule is placed one at a time,
hecking that it forms only one identifiable bond to the atom
laced beforehand. To maximise the chances for valid placements
nd optimise the speed of the process, the following strategy was
mployed: knowing the already existing atom that the new one is
upposed to bind to, and the typical bond length between them, a
arge number of random points are uniformly distributed on the
urface of a sphere. The coordinates of the centre of the sphere are
dentical to the coordinates of the existing atom and its radius is
qual to the typical bond length, see Fig. 4A. This is done through
he hydrogen_coord_gen function, which places one random point
ith the coordinates X, Y and Z on the surface of a sphere centred
n X0, Y0, Z0 with radius r:

θU (0, 2π) cosαU (−1, 1) X = X0 + r × cosθ × sinαY
= Y0 + r × sinθ × sinαZ = Z0 + r × cosα

One of the many points is picked at random and its coordi-
nates would be used for the new atom. However, in order to
prevent it from being too close to nearby atoms, points that are
within a certain distance of neighbours, correlated to typical bond
lengths, are first removed leading to point distributions as shown
in Fig. 4A. The validity of placing the new atom at the same
coordinates as the chosen point is tested using the identify_bonds
function, expecting only one bond. Better placement success rates
were achieved when adding the H atoms afterwards of the C,
O and N atoms making up the skeleton of the linear molecules.
Figs. 4B and C display 3D visualisations of a successfully gener-
ated 3 nm x 7.5 nm rGO-PEG-NH2 molecule, while examples of
resulting chain geometries can be seen in Fig. 4D. Visualisations
of point distributions on a sphere were drawn using Mayavi [35].
The strategy described in this case can be improved by consid-

commonly used in an energy minimisation step in MD, further
cropping down the initial point distribution. With the current
implementation, GOPY can generate a 4 x 4 nm2 rGO-PEG-NH2
molecule with 106 chains of 25-atoms in about 9 min on a
CodeOcean capsule.
In a typical run, the first atom of the linear chain, called N2,

is placed following the steps: (1) a carbon atom previously con-
nected to a functional group is chosen at random; (2) all carbon
atoms bound to the atom from step (1) are found and placed
in a list; (3) a large number of random points are distributed
uniformly on the surface of a sphere, with its centre at the atom
from step (1) and its radius defined as the typical bond length
between the N2 atom and the carbon atom; (4) spheres with their
centres at the atoms from step (2) and radii defined as the typical
bond lengths between N2 and carbon atoms; (5) all points placed
at (3) situated within the volumes of at least two spheres are
removed and a point is picked at random out of those left; (6)
the atom N2 is placed at this location if the chosen point respects
the above or below placement of the removed functional group
previously bound to the carbon atom from step (1) and has only
one identifiable bond when using the identify_bonds function. The
rest of the atoms making up the chain are placed in a similar
manner.

Hole generation
The function hole_generation takes as input the path to a PG

layer in the PDB format, the desired number of holes and an
interval describing their sizes in terms of the number of atoms to
be removed. In addition, one should also specify whether the hole
should grow in an uni-directional or multi-directional manner
and whether it should be allowed to fuse with other holes or not
touch the edges of the layer or other existing holes, as shown in
Fig. 5. The size of the hole is chosen randomly from the given
interval, while the first atom to be removed in order to create a
new hole is also picked randomly. All small pieces of the graphene
layer made of less than six atoms that do not form any bonds with
the rest of the layer, at the end of the hole generation process, are
removed.
Creating a hole in a PG layer involves the following steps:

(1) a list of all available carbon atoms is generated using the
get_map_anywhere function; (2) a list of the carbon atoms sit-
uated on the edges of the graphene layer or existing holes is
generated using the get_contour function; (3) one atom is selected
according to the preferences specified in the input: if the holes
ering parameters such as bond and dihedral angles, which are are allowed to fuse then the atom can be found in the list from

4
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Fig. 4. A. A large number of uniformly distributed random points on the surface of a sphere (C1 , R1) with its centre at the existing atom and the radius equal to
he typical bond length between the existing atom and the new atom that has to be placed. The dotted arrow points to a similar example of uniformly distributed
andom points on the surface of a sphere (C2 , R2) with a part of the points removed due to the intersection with another out-of-plane sphere (C3 , R3) with its centre
t a nearby atom and radius equal to the typical bond length between the nearby atom and the one that has to be placed; B.-C. 3D visualisations of a generated
GO-PEG-NH2 layer from different angles; D. 3D visualisations of resulting geometries of –NH-(C2H4O)-C2H4-NH2 chains.

Fig. 5. A.-D. Examples of generated holes in PG layers A.-B. Holes were generated by taking out only one neighbour of the most recently removed atom (uni-
irectional), leading to more linear looking holes; C.-D. Holes were generated by taking out multiple neighbours of recently removed atoms (multi-directional),
eading to more oval-shaped holes; Holes in A. and C. were allowed to touched edges when growing, while B. and D. were not.

2), otherwise it should only be found in (1); its neighbours are
etermined using the identify_bonds function; (4) growing the
hole is done according to the specified criteria: ‘‘uni-directional’’
randomly picks one of the neighbours of the atom from (3);
‘‘multi-directional’’ will pick all available neighbours; ‘‘interior’’
will prevent the removal of atoms found in the list at step (2);
‘‘exterior’’ allows for any atom from the list of neighbours to be
picked to enlarge the hole; (5) removed atoms become the atom
at step (3) and the process is repeated until the required number
of atoms is removed.

N-Doped Generation
In N-doped graphene, the spin density and charge distribu-

tion of carbon atoms is influenced by the neighbouring nitrogen
dopants, which induces the ‘‘activation region’’ on the molecule’s
surface, thus making it suitable to a different set of applications
compared to other forms of graphene [36]. The three bonding
configurations that an N atom may adopt on a graphene layer are
known as N-Graphitic, N-Pyridinic and N-Pyrrolic [36,37] and can
be observed in Fig. 6.
The function generate_N_doping requires as input the path to a

PG or GO layer in the PDB format and the desired numbers of N-
Pyridinic, N-Pyrrolic and N-Graphitic N atoms. The carbon atoms
making up the graphene layer and not connected to a functional
group are filtered based on the number of bonds they form in the
following manner: if forming three bonds then the carbon atom
can be replaced by an N-graphitic N atom. Otherwise, if only two
bonds are identified then it can be replaced by an N-Pyridinic
N atom. In the special case in which one of its neighbours can
only form two bonds too, as identified by the identify_bonds
function, then the atom can be replaced by an N-Pyrrolic N atom.
Atoms are then replaced randomly until the desired number of
N atoms is reached. N-Graphitic and N-Pyridinic atoms replace
the carbon atom at exactly the same spatial coordinates. For N-
Pyrrolic atoms, we take into account the centre of geometry of the
6-atom graphene ring and the centre of geometry of the polygon
formed by the four atoms left when removing the two with only
two bonds each. Placement of the N atom is within 0.3–0.6 Åof

the centre of geometry of the 6-atom ring, while the centre of
geometry of the 4-atom polygon is useful in determining the
direction of placement, away from the 6-atom ring’s centre of
geometry.

3. Illustrative examples

Illustrative examples of generated atomistic models are shown
in Fig. 7. PG layers are shown on the first row, GO layers on
the second, rGO-PEG-NH2 on the third and N-doped layers on
the fourth. The dimensions of the graphenic layer in each of
the columns are 2 x 2 nm2, 3 x 3 nm2, 5 x 5nm2 and 10
x 10 nm2 in the last two. The GO layers were generated ac-
cording to the formula C20(OH)2(-O-)2(COOH)1 meaning that for
each 20 carbon atoms of the pristine graphene layer, two hy-
droxyl, two epoxy and one carboxyl groups were added ran-
domly above or below the layer. Carboxyl groups were added
only on the edges, while hydroxyl and epoxy groups were dis-
tributed throughout the whole surface of the graphenic layer.
The rGO-PEG-NH2 molecules were generated starting off with the
GO molecules by removing two thirds of the existing carboxyl
groups and replacing all hydroxyl and epoxy groups with the
NH-(C2H4O)2-C2H4-NH2chains. The resulting seemingly random
orientation of the chains is a result of the method described in
the manuscript. N-doped graphene molecules were created using
the generated PG layers. Some of the molecules presented are
shown to have holes. These were generated following PG model
generation and then corresponding steps of GO, rGO-PEG-NH2
and N-doped generation were taken. The molecules are shown for
illustrative purposes of the capabilities of the presented software
tool, GOPY.

4. Impact

GOPY contributes by providing a simple and easy to use
Python implementation for quickly generating computational

models of graphene-based 2D molecules in the PDB format. The

5
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Fig. 6. 3D visualisations of N-doped graphene layers containing A. N-Graphitic atoms B. N-Pyridinic atoms and C. N-Pyrrolic atoms. N atoms are shown in blue.

Fig. 7. Set of illustrative examples showcasing generated PG layers on the first row, GO layers on the second, rGO-PEG-NH2 on the third and N-doped graphene
ayers on the fourth. The dimensions of the presented layers vary according to the column they were placed in. Some of the layers contain holes generated using
OPY.

ormat was chosen because of being both widely used and easily
onvertible into a multitude of other formats such as .mol, .xyz,
gro etc. through tools such as Avogadro [31].
Due to the limited availability of similar tools, we suspect

hat models used in previous computational chemistry studies,
articularly MD, may have been built manually. Building the
odels manually, however, is time-consuming and potentially
ubject to bias. On top of that, it is inefficient and may lead one
o generally avoid building large and complex systems, as is the
ase with the rGO-PEG-NH2 molecule.
Essentially, GOPY can generate PG, GO, rGO, rGO-PEG-NH2 and
-doped graphene models. For each of its functionalities, the tool
llows for plenty of flexibility and can generate a new model in
matter of seconds or up to a few minutes for the larger and
ore complex scenarios. The algorithms involved, especially the
ne used for rGO-PEG-NH2, could be extended to a wide array of
olecules meant to act as functional groups on a 2D surface.
We plan on further developing GOPY with the purpose of mak-

ng it a go-to tool for generating both simple and very complex
omputational models of 2D materials and their derivatives. The
esign of a graphical user interface (GUI) for providing even bet-
er accessibility to researchers not yet confident in using the com-
and line will also be implemented. As a future functionality, the
oftware may be expanded and include an energy minimisation

Thus, through GOPY we aimed to facilitate the use of large
and complex graphene-based molecules by reducing the time
spent when building even complicated functionalisation models
to minutes, minimising potential bias and replacing the laborious
part of the work with a short waiting time when generating
multiple models.

5. Conclusions

GOPY is an open source and simple to use command-line
tool written in Python, implemented for generating graphene-
based molecular models in the PDB format. Using this tool, as
opposed to manually building computational models, aims to
minimise potential bias and replace the gargantuan task of gen-
erating large, multiple and complex models with a short waiting
time of a few minutes. Generating multiple, unique models of
the desired graphene-derivatives becomes an easily approachable
undertaking. We believe GOPY and the underlying molecule-
building strategies presented will be of significant help to future
computational studies, in particular for those exploring graphene
tep, commonly performed in most MD simulations. functionalisation and molecular dynamics simulations.

6
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